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Abstract

This paper presents a result of an intrusion
detection system implemented using a system
call tracing and a state transition analysis
technique. The system consists of three
modules, a process monitoring, a state
transition analysis, and a detecting module.
The process monitoring todule monitors
system call usage and user credentials of a
process. The state transition technique takes its
input from the monitoring module to analyze
and define process state at a particular time. If
the underlying process changes its state into a
forbidden state, then it is flagged as a
suspicious activity and the detection module is
called. This technique yields a satisfactory
result.
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1. Introduction

Many intrusion detection reports have stated
that Unix is one of the favorite target operating
system for intruders because of its
characteristics that there is a privileged user
called “root” who has the control of all jobs
and resources in a system. Thus, gaining the
root privileged access is the main objective of
most intruders. Literature survey also revealed
that almost successful break-ins targeted to,
and later used, a set of Unix special
commands called “setuid/setgid” programs.
These commands, as designed, are mostly
executed with root privileged in order to
perform their jobs. Thus if they are any flaws,

! Lecture: Dept of Computer Science, Faculty of Science,
Prince of Songkla University

either implementation or programming ones,
they are vulnerable to being attacked.

According to the study of [1], setuid/sefgid
commands were investigated into more details
and reported that most intrusive activities can
be detected at the instance of the success
attempt by monitoring the ownership changing
states of any suspicious processes. From this
study, a state transition analysis was used to
model all possible states of Unix processes
according to the changing of their user
credential values. Supporting rules for
intrusive activity detection were also proposed.
Based on this study as well as our further
investigations, we have designed and
implemented an intrusion detection system
using system call tracing method which is
capable of detecting suspicious intrusive
activities. Essential information related to the
implementation of our IDS is also provided in
the section 2. The details of this intrusion
detecion system (IDS) is given in section 3.
Then section 4 shows the result of this system
followed by conclusion in section 5.

2. Related information used in detecting
intrusive activities

In this section, we provide basic information
used to detect intrusive activities on a Unix-
based operating system. These are, user
credentials and their characteristics in Unix
processes which are described in section 2.1,
and system call tracing technique used to trace
processes activities is then given in section 2.2.
Moreover, the state transition analysis model
used to determine process states, especially the
suspicious state, is given in section 2.3.



2.1 Identifiers and Credentials in Unix

In a Unix system, each user is identified by set
of identifier numbers called a “user-identifier”
or “wid” and a “group-identifier” or “gid”.
These identifiers are represented by integer
values, fixed for each user, obtained when a
user is created and are used every time a user
invokes or creates a process. In fact, the user
and group identifiers consist of sub-identifiers
called a “real” and an “effective” user/group
ids. Each process associated with real user-id
and real group-id for in order to know who
invoked the process, the effective user-id and
the effective group-id are used to determine
whether the process can access a resource.
Normally the effective user and group ids will
be the same as the real user and group ids,
except in the setuid/setgid command when the
process run these commands the effective user-
id will be set to the same value of the owner of
the command. In setgid commands, the
effective group-id will be set to the command
owner group as well. Almost every
setuid/setgid commands are root seruid/setgid
that is while the process related to these
commands are eXecuting, they hold the
privilege of roor at one instance of time.

2.2 System c¢all tracing analysis

Every Unix user process interfaces with the
kernel in order to perform its tasks via system
calls provided by the operating system [2]. In
addition to this fact, process information such
as process user identifiers, process identifiers,
and many other information related to the
current state of each process while executing is
kept in a process table [3] which can be
extracted (with the right permission) for
investigation. Thus, if we can trace all system
calls used by a process and obtain process
information required to reveal the process
activity at the time, we should be able to
determine the process intention easily. In
order to monitor this information we used the
system call named Atruss(), more details in
section 3, to trace process system calls
accessing and process information which is
used in the detecting section.

2.3 State Transition Analysis
Information obtained from the tracing method

stated in the previous section is then used to
study the various states of a process during its
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process life time. According to the study of
[1], it is stated that processes can be
categorized into several states while
performing its jobs. These states is described
by a 4-tuple instance which is (real user ID,
effective user ID, real group ID, effective
group 1D} or (UID, EUID, GID, EGID}. Each
of these components of the tuple are described
below.

Real user ID and effective user ID

At a particular time, when a process is
running., the value of UID and EUID can be
denoted by one of the follwing values:

uid — (user’s id) the user identifier number
assigned by the system administrator during
the user creation process to the user whose
process is being traced.

sid — (special id) a user identifier number of
high privileged user.

oid — (other’s id) a user identifier number that
does not to be into uid or sid.

Real group ID and effective group ID

Similar to the real and effective user ID, the
value of GID and EGID can be one of the
following values:

gid - (group’s id) a normal group identifier
number for the user who run the process.

sgid — (special group id) a group identifier
number for special system or high privileged
group.

ogid — (other group id) a group identifier
number that does not to be into gid or sgid.

States

When the process running at a particular time,
a process will be in one and only one state
depending of the 4-tuple at that time. We
differentiate four types of states: normal,
special privileged, superuser and system
group, and another user. To provide the
definition of each state, UID EUID GID and
EGID which are denoted by the meaning of
uid, suid, oid, gid, sgid and ogid are used.

Definition 1: Normal State

A process will be in the normal state if and
only if the process 4-tuple values are:

(uid, uid, gid, gid)



Definition 2: Special Privileged State

This special privileged state consists of several
states corresponding to system call which
cause the state transition. This includes

- setuid: a state induced by the
setuid(} system call. Its 4-tuple
representation is

(uid, sid, gid, gid).

- setreuid: a state induced by the
setreuid() system call. Its 4-tuple
value is

(sid, uid, gid, gid).

- setgid: a state induced by the
setgid(} system call. Its 4-tuple
value is

(uid, uid, sgid, gid).

- setregid: a state induced by the
setregid() system call. Its 4-tuple
value is

(uid, wid, gid, sgid).

Definition 3: Superuser and System group
States

Superuser state

- A real user ID and an effective
user ID are both of privileged
user I1Ds ; (sid, sid, gid, gid)

System Group State

- A group ID and an effective
group ID are both to be in
privileged group IDs: (uid wuid
sgid, sgid)

Definition 4: Another User State

A process is said to be in another user state
when a process user ID or group 1D attributes
have their values changed in one or a
combination of the following :

- A real user ID and an effective
user ID are both changed to the
other user ids: (oid, oid, gid gid)

- A group ID and an effective
group ID are both changed to
other user group ids: (uid wid,
ogid, ogid}

Fig. 1 show some of important states and their
transitions according to the definition above.
The another user state is not shown.
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Figure 1. State transition diagram for some
system states. The heavy arrows represent
“forbidden” or intrusion activities.

From the Figl. The intrusion activities are the
process in superuser state and systemgroup
state which transited from the special
privileged state: setuid, setreuid, seigid and
setregid state. These can be a system call,
program, or other activities that cause the state
transition. Next we will describe the
supporting rules used to detect those activities.

3. Design and implementation details

The system consists of 3 modules as shown in
figure 2. There are a process monitoring, a
state transition analysis, and a detecting
module.

Monitoring

State Transition

Analysis

Detecting
Module

Figure 2. The system modules

The monitoring process monitors process
activities by tracing all system calls used by
that process. Then the selected process
information such as user credentials, system
call names, opened file names, are obtained

Supecruser state

{0.0.100.100)




and sent to the state transition analysis which
will analyze the process state all the time. If
an underlying process has changed its state
from normal states into a special privileged
state, it will be closely monitor. Normal
processes are allowed to switch to privileged
process in order to complete its task, ¢.g. when
it uses a setuid/setgid command, but it will
always swap back to a normal state once it has
finished the special privilege. However, if the
process has gone further into a superuser state,
which is forbidden for normal user processes,
then the process is flagged as a suspicious state
and is sent to the detecting module which
investigates into more details of the process
activities. This module makes a decision
whether the suspicious process is an intrusive
process and stops the process if it is confirmed
to be an intrusion. In order to make a correct
decision, the module uses all of the traced
information, including resources, such as files
opened by the process.

The implementation is based on a NetBSD
operating system which provides two system
calls called kfrace(}) and ktruss() capable of
tracing process activities. These system calls
provide information kept in a process table of
every process including process credentials
which are the essential information required
for our detection technique. With a small
modification of these system calls, all
information necessary for process activity are
obtained to be used as an input of the state
transition analysis module. The Atruss(), a
modified version of the original ktrace(}
supported by the NetBSD system was selected
in the implementation. It is used to trace a
target process and report process credentials
and other information required for the analysis
module. In order to determine suspicious
activities for the detection module, several
supporting rules detailed below were required.

Supporting Rules for Intrusion Detection
and implementations,

Six rules have been stated and are used to
support the state transition analysis described
above. Each rule is used to detect different
method of intrusive activities. From the study
of [1] reported that most of intrusive activities
can be grouped in to several groups and a
particular rule set is applied to detect each of
these activities. These rules and detection
algorithms were implemented in our detection
system. The proposed algorithms were tested
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against simulated activities according to each
rule which yielded a positive result.

Rule 0: Only the special system calls setreuid
() and the setregid() are permitted to change
the (real} UID or GID respectively.

If any system call or program other than these
changes the real UID or GID of the process, it
is flagged as an intrusive activity.

From Rule ¢ we can describe that when the
process in special privileged that is the
effective uid or the effective gid belong to
privileged user or privileged group which
almost means “root” what we do is when we
monitor the event that the real #id or real gid
change to 0 (swap between uid and euid or gid
and egid) the program will check the system
call usage. If it makes change of process wid or
gid an the system call is not the setreunid() nor
the setregid() we flag that activity.

Rule 1: No execvey) call is allowed in a special
privileged state.

When a process in the special privileged state,
it is not allowed to execve another program or
command, whenever a privileged command
requires to execute other commands, it must
release the current privileges in the child
process before executing a new program. If the
new program also requires a system privileges
to do its task, it can be as a setwid program.
Implementation of this rule is done by
monitoring a call of the system call execve() in
the special privileged state of a process. That is
if a process is in a special privileged state and
tries to run another program by issuing the
execve(), we then flag the process.

Rule 2: A process in a special privileged state
is not allowed to create a setuid/setgid
program.

It is not common that general users need to
create a setuid program, we have to assume
that users do know what they are doing, if they
try to do this we detect that they’re intruder.

For implementation this rule, firstly we check
if the system call open() or system call chmod
() is called when a process is in a special
privileged state. The mode parameter of these
system calls are checked whether they are an
S _ISUID or an §_ISGID (the S_ISUID flag is
defined by 0400 while the S_ISGID flag is



0200). To test this rule, a simple program
which tries to create a setuid file is created,
then the intrusion detection programm is used
to detect this activity.

Rule 3: A process is not allowed to modify
system programs.

In special privileged state we not allowed the
process modify the system program. Generally,
all system commands, once installed, do not
require modifications by any normal process.
If it have to, general “root”, the real user 1D 0
will do. For implementation the detection first
we check if target opened file is one of the the
system files [4] then a flag value of the system
call open() are checked. Those flags are :

O_RDONLY Ox0000
O _WRONLY 0001
O_RDWR 0x0002
O _APPEND Ox0008

The following text box demonstrates part of
results and its test for this rule. We test its
detection capability by feeding the IDS with a
simple program which tries to create a file in
one of the system directories
(/usr/sre/sys/keny/..).

system call open() is called
path_value in ktrsyscall fusr/lib/libe.so. 12
arg{0] —--> Ox14 arg{l] ———> 0x8060000

/* following process try 1o open file in system
directory with flag write only so no
permission for this activity*/

system call open() is called

path_value in ktrsyscall
Jusr/src/sysikernwkern_exit.c

argf0] --—-> OxI arg [1]-----> (x8049b84

path value /usr/src/sys/kern/kern_exit.c
open with flag write only
No permission

Rule 4; For intrusion detection, we consider
any process creating new user accounts as
suspicious unless it has superuser credentials.

Again, only the superuser should be allowed to
create new accounts.
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Before implementing this rule, we had studied
several system utilities and commands used to
manipulate user accounts, in order not to break
the normal system services, such as the ability
for a user to change their own password. It has
been observed that there is a difference
between normal password changing process
(by the legitimated user) and a process to
create a new user. The significant difference is
that the process of a user creation will not be
completed unless a new entry of the password
file is added. In addition, a user home
directory is also created. However, the process
of changing password does not require these
entries.

Thus, the implementation of this rule also
monitor on the occurrence of a new entry of
the password file if the open() system call is
used to open the system password file. Further
more, we have to monitor whether the related
process tries to create a home directory of that
newly entry.

Rule §5: Some system call functions are strictly
limited to superuser (root).

These system calls are mount(}), umount(),
nfssve(), quotacti(), reboot(), settimeofday(),
swapon().

Generally, novice users might want to try or
learn how several commands or system calls
work. For example, a user tries on a mount (1),
command or a reboot(l) command. However,
these commands are already protected by the
system itself that in order to perform some of
the system commands, only the super user
(root) can invoke the commands. Thus,
normal users can only try the commands (as
well as the related system calls) without any
significant effect. However, if a user illegally
obtained a system privileged then invoked
these commands or system calls, then the
whole system is said to be in a unsafe state,
thus we can flag the activity as a suspicious or
forbidden one.

4. Results

As mentioned in each the implementation
section, especially in each rule section, an
appropriate bad intention programs were
written to simulate varieties of activities
known to be suspicious or attacking ones.



These simulated programs were then tested on
the system running our intrusion detection
modules. All of the suspicious simulated
activities were detected by the IDS. However,
the detection system has not been tested with a
real intrusion programs yet, since it is not casy
to find the right intrusive program as a test
tool. An operating system, especially the
current NetBSD version, has been patched for
all known vulnerabilities, thus previous
attacking programs exploiting them do not
work any more.

However, since our method does not rely on
known attacking patterns, rather it is based on
the idea that attacking activities always aim for
root privilege and the information of the
underlying activity is obtainable while a
process is running, Since we created a module
to extract this information from a process as a
real time program, we are able to detect the
attacking instance just only after the
instruction is executed and the activity can be
stopped even before its next instruction is
proceeded. Once the detection system is truly
tested, it will be implemented as a daemon
process on a real environment,

5. Conclusions

We have described another intrusion detection
system implemented on a NetBSD version 1.6
N. It is based on a state transition analysis of
system call tracing activities and six
suppotting rules to protect an underlying
system and to detect intrusive activities. The
IDS has been tested using simulated intrusive
activities and provided a satisfactory result.
The intrusion system is currently being fine
tuning so that it can be installed as a Unix

131

daemon process for intrusion detection
purpose. It will also be ported to other Unix-
liked operating systems such as a FreeBSD
unix, or Linux systems in the near future.
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